Курсовая работа по курсу дискретного анализа: Архиватор Хаффмана

Выполнил студент группы М80-308Б-20 Морозов Артем Борисович.

# Условие

Необходимо реализовать два известных метода сжатия данных для сжатия одного файла.

Методы сжатия выбираются из следующих групп:

• Арифметическое кодирование, кодирование по Хаффману

• LZ77, LZW, BWT+MTF+RLE

Формат запуска должен быть аналогичен формату запуска программы gzip. Должны быть поддерживаться следующие ключи: -c, -d, -k, -l, -r, -t, -1, -9. Должно поддерживаться указание символа дефиса в качестве стандартного ввода.

# Метод решения

К программе, реализующей LZ77, в данной вариации курсового проекта добавился так же алгоритм Хаффмана для кодирования. Я выбрал полустатический алгоритм Хаффмана – когда мы не динамически расширяем дерево, а сначала делаем полный препроцессинг (считаем частоту каждого символа в тексте, создаем ноды с символами и строим полностью дерево Хаффмана по отсортированному вектору наших вершин с символами, где на нижних уровнях у нас будут символы с маленькими частотами, а на верхних – с большими).

Алгоритм Хаффмана устроен так, что полученная битовая последовательность для каждого символа соответствует только ему, в связи с чем полученная кодировка уникальна и правильна.

Сложность кодирования при таком подходе – O(n), где n – количество букв в тексте, так как мы нигде не делаем более чем n операций (формируем массив частот, проходимся по массиву вершин).  
Сложность декодирования при таком подходе так же O(n), где n – количество букв в тексте, так как мы тоже нигде не делаем более чем n операций. Помимо этого, были так же реализованы флаги, отвечающие за инструкцию по применению, выбор алгоритма, разархивирование, получение информации и выводе в стандартный поток ввода вместо файла.

Описание программы  
  
#include <iostream>

#include <map>

#include <fstream>

#include <iostream>

#include <algorithm>

#include <vector>

const char END\_OF\_FILE = '!';

const char left\_way = '0';

const char right\_way = '1';

std:: string FILE\_NAME;

using namespace std;

//<offset, size, next> - code

struct Node {

int offset;

int size;

char next;

Node (int offset, int size, char next) {

this->offset = offset;

this->size = size;

this->next = next;

}

};

void LZ77Encode (std:: vector<char>& text, std:: vector<Node\*>& encoded) {

int global\_position = 0;

while (global\_position < text.size()) {

Node\* result = new Node(0, 0, text[global\_position]);

for (int i = 0; i < global\_position; ++i) {

int local\_position = global\_position;

int local\_size = 0;

for (int j = i; text[local\_position] == text[j] && local\_position < text.size(); ++j) { //смещаемся по тексту и ищем самый большой size

++local\_size;

++local\_position;

}

if (local\_size >= result->size && local\_size != 0) {

result->size = local\_size;

result->offset = global\_position - i;

if (local\_position >= text.size()) { //если превысили или на конце текста

result->next = END\_OF\_FILE;

}

else {

result->next = text[local\_position]; //кладем следующий символ, если все ок

}

}

}

encoded.emplace\_back(result);

global\_position += result->size + 1; // смещаем наш итератор на следующую ячейку после последнего обработанного символа

}

}

void LZ77EncodeWithFile(std:: string& file, bool c, bool l) { //WORKS

std:: ifstream f(file);

std:: vector<Node\*> encoded;

std:: vector<char> word = std:: vector<char>(std:: istreambuf\_iterator<char>(f), std:: istreambuf\_iterator<char>());

f.close();

LZ77Encode(word, encoded);

if (l) { //works

std:: cout << "Result of LZ77 encoding algorithm for file " << file << "\n";

std:: cout << "Size of original word: " << word.size() \* 8 << " bytes\n"; //1byte = 8bits

std:: cout << "Size of compressed text: " << encoded.size() \* 8 << " bytes\n";

}

if (!c) { //works

std:: string name = file + ".LZ77";

std:: ofstream f(name);

for (int i = 0; i < encoded.size(); ++i) {

f << encoded[i]->offset << " " << encoded[i]->size << " " << encoded[i]->next << "\n";

}

f.close();

}

else { //works

for (int i = 0; i < encoded.size(); ++i) {

std:: cout << encoded[i]->offset << " " << encoded[i]->size << " " << encoded[i]->next << "\n";

}

}

}

void LZ77Decode (std:: string& text, std:: vector<Node\*>& code) {

int global\_position = 0;

for (int i = 0; i < code.size(); ++i) {

if (code[i]->size > 0) { //если есть что брать

global\_position = text.size() - code[i]->offset; //смещаемся на длину строки - смещение

for (int j = 0; j < code[i]->size; ++j) {

text.push\_back(text[global\_position + j]); //прибавляем в текст пока j < размера того, что берем

}

}

if (code[i]->next == END\_OF\_FILE) { //если пустой, выходим

break;

}

else {

text.push\_back(code[i]->next); //добавляем следующий символ в текст, если не пустой символ

}

}

}

void LZ77DecodeWithFile(std:: string& file, bool c, bool l) { //WORKS

std:: ifstream f(file);

std:: vector<Node\*> code;

int offset, size;

char next;

while (f >> offset >> size >> next) {

Node\* inputed = new Node(offset, size, next);

code.emplace\_back(inputed);

}

f.close();

std:: string text;

LZ77Decode(text, code);

std:: string original\_filename = file.substr(0, file.size() - 5); //test.txt

if (l) {

std:: cout << "Result of LZ77 decoding algorithm for file " << original\_filename << "\n";

std:: cout << "Size of original word: " << text.size() \* 8 << " bytes\n";

std:: cout << "Size of compressed text: " << code.size() \* 8 << " bytes\n";

}

if (!c) {

std:: ofstream f("decoded" + original\_filename);

f << text;

f.close();

}

else {

std:: cout << text << "\n";

}

}

//HUFFMAN PART

struct HuffmanNode {

HuffmanNode \*left;

HuffmanNode \*right;

char symbol;

int frequency;

HuffmanNode (HuffmanNode\* left, HuffmanNode\* right, char symbol, int frequency) {

this->left = left;

this->right = right;

this->symbol = symbol;

this->frequency = frequency;

}

~HuffmanNode() {}

};

//char to binary string

std:: string MakeBinaryString (const char& symbol){

char str[9] = {0};

for (int i = 8; i--; ) {

str[7 - i] = !!(symbol & (1 << i)) + '0';

}

std:: string binarystring = str;

return binarystring;

}

// binary string to char

char MakeCharFromBinaryString(const std:: string& word) {

char res = 0;

int temp = 1;

for (int i = 7 ; i >= 0; --i) {

if (word.at(i) == '1') {

res += temp;

}

temp = temp \* 2;

}

return res;

}

void MakeFrequencyArray(std:: vector<int>& frequency\_array, const std:: vector<char>& word) { //массив частот для каждого символа works

for (int i = 0; i < word.size(); ++i) { //заполняем частоты

int current\_char = (int)word[i];

++frequency\_array[current\_char];

}

}

struct {

bool operator() (HuffmanNode \*first, HuffmanNode \*second) const { return first->frequency > second->frequency; }

} customLess;

void FillNodes(std:: vector<HuffmanNode\*>& nodes, std:: vector<int>& frequency\_array) { //WORKS

for (int i = 0; i < frequency\_array.size(); ++i) {

if (frequency\_array[i]) {

//create new node

char node\_symbol = (char)i;

HuffmanNode\* node = new HuffmanNode(nullptr, nullptr, node\_symbol, frequency\_array[i]);

nodes.emplace\_back(node);

}

}

}

HuffmanNode\* MakeHuffmanTree(std:: vector<HuffmanNode\*>& nodes) {

std:: sort(nodes.begin(), nodes.end(), customLess);

while (nodes.size() != 1) {

std:: sort(nodes.begin(), nodes.end(), customLess);

HuffmanNode\* first = nodes.back();

nodes.pop\_back();

HuffmanNode\* second = nodes.back();

nodes.pop\_back();

int merged\_frequnecy = first->frequency + second->frequency;

HuffmanNode\* merged\_node = new HuffmanNode(first, second, '\0', merged\_frequnecy);

nodes.emplace\_back(merged\_node);

}

HuffmanNode\* result = nodes.back();

return result;

}

void MakeBinaryCode (HuffmanNode\* node, std:: string code, std:: map<char, std:: string>& codes) {

if (node == nullptr) {

return;

}

if (!node->left && !node->right) {

if (code.empty()) {

code = "0";

}

codes[node->symbol] = code;

}

MakeBinaryCode(node->left, code + left\_way, codes);

MakeBinaryCode(node->right, code + right\_way, codes);

}

void HuffmanEncodeWithFile(std:: string &name, bool c, bool l) {

std:: ifstream file(name);

std:: vector<char> word = std:: vector<char>(std:: istreambuf\_iterator<char>(file), std:: istreambuf\_iterator<char>());

int word\_size = word.size();

file.close();

std:: vector<int> frequency\_array(256, 0); //массив частот на 256 символов по умолчанию 0

std:: vector<HuffmanNode\*> nodes; //массив с нодами

MakeFrequencyArray(frequency\_array, word); //заполняем массив частот

FillNodes(nodes, frequency\_array); //формируем ноды для каждой встречающейся буквы

HuffmanNode\* tree = MakeHuffmanTree(nodes); //получаем дерево хафмана

std:: map<char, std:: string> codes;

std:: string begin = "";

MakeBinaryCode(tree, begin, codes); //обход дерева чтобы получить бинарный код каждого чара

std:: string vocabulary\_name = name + ".HuffmanVocabulary";

std:: ofstream f;

f.open(vocabulary\_name);

f << word\_size << "\n";

for (std:: map<char, std:: string>::iterator it = codes.begin(); it != codes.end(); ++it) {

f << it->first << " " << it->second << "\n";

}

f.close();

std:: string result = "";

std:: string result\_name = name + ".Huffman";

std:: ofstream Huffman;

Huffman.open(result\_name, std:: ios:: out | std:: ios:: binary | std:: ios:: app);

for (int i = 0; i < word.size(); ++i) {

result += codes[word[i]]; //итоговая строка из 0 и 1 на последней итерации

while (result.size() >= 8) {

std:: string to\_code = result.substr(0, 8); //считываем по восьмеркам в чар

result.erase(0, 8);

char coded = MakeCharFromBinaryString(to\_code); //создаем чар и пишем в бинарник

if (!c) {

Huffman.write(reinterpret\_cast<char\*>(&coded), sizeof(coded));

}

else {

std:: cout << coded;

}

}

}

if (result.size()) {

result += "0000000";

std:: string to\_code = result.substr(0, 8);

char coded = MakeCharFromBinaryString(to\_code);

if (!c) {

Huffman.write(reinterpret\_cast<char\*>(&coded), sizeof(coded));

}

else {

std:: cout << coded << "\n";

}

}

Huffman.close();

if (l) {

std:: ifstream output(result\_name, std:: ios:: binary | std:: ios:: ate);

int output\_size = output.tellg();

output.close();

std:: cout << "Result of Huffman encoding algorithm for file " << name << "\n";

std:: cout << "Size of original word: " << word.size() \* 8 << " bytes\n";

std:: cout << "Size of compressed text: " << output\_size \* 8 << " bytes\n";

}

}

void HuffmanDecompressWitFile(std:: string &name, bool c, bool l) {

int word\_size;

std:: string str;

char ch;

std:: ifstream vocabulary\_read;

vocabulary\_read.open(name + "Vocabulary");

vocabulary\_read >> word\_size;

std:: map<std:: string, char> codes;

while (vocabulary\_read >> ch >> str) {

codes[str] = ch;

}

std:: ifstream read\_huffman;

read\_huffman.open(name, std:: ios:: binary | std:: ios:: in);

int decoded\_size = 0;

int start\_iter;

char current\_byte;

int finish\_iter;

std:: string coded\_string = "";

std:: ofstream res;

res.open("decoded" + name, std:: ios:: binary | std:: ios:: out);

while (read\_huffman.read(reinterpret\_cast<char\*>(&current\_byte), sizeof(current\_byte)) && decoded\_size < word\_size) {

coded\_string += MakeBinaryString(current\_byte);

start\_iter = 0;

finish\_iter = 1;

while (start\_iter + finish\_iter <= coded\_string.size() && decoded\_size < word\_size) {

std:: string potential\_code = coded\_string.substr(start\_iter, finish\_iter);

std:: map<std:: string, char>::iterator iter = codes.find(potential\_code);

if (iter != codes.end()) {

coded\_string.erase(0, start\_iter + finish\_iter); //удаляем совпадение

++decoded\_size;

char symbol = iter->second;

if (!c) {

res.write(reinterpret\_cast<char\*>(&symbol), sizeof(symbol));

}

else {

std:: cout << symbol;

}

finish\_iter = 1;

}

else {

++finish\_iter;

}

}

}

if (l) {

std:: ifstream output(name, std:: ios:: binary | std:: ios:: ate);

int output\_size = output.tellg();

std:: cout << "Result of Huffman decoding algorithm for file " << name << "\n";

std:: cout << "Size of compressed text: " << output\_size \* 8 << " bytes\n";

std:: cout << "Size of original word: " << word\_size \* 8 << " bytes\n";

}

}

void Help() {

std:: cout << "Hello!" << "\n";

std:: cout << "Here is instruction for flags: " << "\n";

std:: cout << "\t" << "-9 for LZ77 coding" << "\n";

std:: cout << "\t" << "-1 for Huffman coding" << "\n";

std:: cout << "\t" << "-l for information about compressed/decompressed and original sizes" << "\n";

std:: cout << "\t" << "-c for output in standart thread instead of input in file" << "\n";

std:: cout << "\t" << "-d for decoding" << "\n";

std:: cout << "\t" << "-k for information" << "\n";

}

void RunWithFlags(std:: string& file, bool lz77, bool huffman, bool c, bool d, bool l) {

if (lz77) {

if (d) { //разархивировать при помощи LZ77 {

LZ77DecodeWithFile(file, c, l);

}

else { //заархивировать при помощи LZ77

LZ77EncodeWithFile(file, c, l);

}

}

else if (huffman) {

if (d) { //разархивировать при помощи хаффмана

HuffmanDecompressWitFile(file, c, l);

}

else { //заархивировать при помощи хаффмана

HuffmanEncodeWithFile(file, c, l);

}

}

}

int main (int args, char\*\* argv) {

//инициализируем булевские значения ложью по умолчанию

bool lz77 = false; //-9 - сжатие при помощи алгоритма LZ-77

bool huffman = false; //-1 - сжатие припомощи алгоритма Хаффмана

bool l = false; //информация о сжатом и разжатом размерах

bool c = false; //false - вывод в файл, true - в окно ввода

bool d = false; //разархивация

bool k = false; //информация

for (int i = 1; i < args; ++i) { //с единички чтобы запуск программы не был как файл для сжатия

std:: string current = argv[i]; //чтобы не было ошибок сравнения char с const char\*

if (current == "-9") {

lz77 = true;

}

else if (current == "-1") {

huffman = true;

}

else if (current == "-l") {

l = true;

}

else if (current == "-c") {

c = true;

}

else if (current == "-d") {

d = true;

}

else if (current == "-k") {

k = true;

}

else {

FILE\_NAME = current;

}

}

if (lz77 == false && huffman == false) { //если флагов на сжатие на было введено, по умолчанию кодируем через лз77

lz77 = true;

}

else if (lz77 == true && huffman == true) { //если оба введены

std:: cout << "You should enter only one key: -1 for huffman coding or -9 for LZ77 coding!" << "\n";

exit(EXIT\_FAILURE);

}

else if (lz77 == false && huffman == false && l == false && c == false && d == false && k == false) { //если ничего не введено

std:: cout << "You should enter one more flag. You've entered nothing. Here is info: " << "\n";

Help();

exit(EXIT\_FAILURE);

}

else if (k) { //информация

lz77 = false;

huffman = false;

l = false;

c = false;

d = false;

Help();

}

else {

RunWithFlags(FILE\_NAME, lz77, huffman, c, d, l);

}

return 0;

}

# Дневник отладки

# В отладке нуждались как функция кодировки, так и функция декодировки. Были проблемы с переводом битовой строки в символ и обратно, в связи с чем изначально программа работала некорректно. Была так же исправлена проблема с кодировкой, когда в строке оставалось меньше 8 чисел 0 и 1, чтобы перевести их в чар, а так же корректный перевод из бинарного вида в изначальный в функции декодировки.

# Тест производительности Сравним алгоритм LZ77 с алгоритмом Хаффмана:

# В прошлом бенчмарк тесте получились такие результаты для функции сжатия LZ-77: 1) N = 5000:

# 

# 2) N = 10000:

# 3) N = 20000:

# 4) N = 50000:
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5) N = 100000:  
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И соответственно такие результаты для функции декодирования LZ-77:  
1) Декодирование слова в 5000 букв:  
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2) Декодирование слова в 10000 букв:  
![](data:image/png;base64,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)

3) Декодирование слова в 20000 букв:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAAWCAIAAAAAfiiBAAAAAXNSR0IArs4c6QAAAadJREFUSEvtVSuQgzAQ3d6ci0FV3TCDwaNxeAy+AoePRlXHn0PgY/C4akxVDaaqqgZ/SUog/D9HZxBd1Tab3Zf33m4Puq7DXuNrr8A4rl2DOzRk9Ql1jZrLIiOn84V/bx3IlDrhLQI0wTVaCECD7fnpsQL/FmzwPVw2opmDLc0EEOQ1wg4dA4os7Z4oaXYYY/NGUg0zOfgr754Qpl+QHhrWec73LAR5+pJ8PMzAeRKSFcgMYhcSL8kBmY4trZInXhmpFoT8ZyWGwdlhYKEio9EQbT0nXZwIPco3sE8JfhVDXA775wiQX6vyES79XRfpgGNaUBHYQnnSyecvnk8by67bF8+bCv5yfwAYLiX+IPUdcJfzSRKdgEtp3OK6dNss2sYFj7DH5Ob4RLQbsctjnotwbRDZZxltU4aUTHCQyMJtfMsGYjvamrAZSIGPe3HWQABzHxt8dSY3pc0nKlG2YyJoubK55/hiYjtCBts8nrItBG3qfE2JNmW5Xz57WGaxpVIOc3Vv5B/if723uL3Mc1t0XFDjA24BWXOndW3J7e59ZF3L5a6Z+wOm/sE2sP8YSAAAAABJRU5ErkJggg==)

4) Закодированное слово в 50000 слов:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAAAVCAIAAACRyMrmAAAAAXNSR0IArs4c6QAAAghJREFUWEftViGsg0AM7X6+OzP11bIEg5pB4/AY/AQOfxqFPj+HmMfgcdOYqRnM1NQM/rd3wOCA5FiWLEtWxXrN9fX1tbfVdruFz7Sfz4RNqD8Y+mpaMG585A6DuhT75NRvTCgy32oc41M8aAImz17b4THriDrLIijKWs9EJ75V5YG0vGIOP8buICoUXWGvxTlxmw49FNy+iGCfXEbBYeAwJJOn6iTloqyZE4SPQDf2LKjyvDKBTURg5dglNKJAfclPZY1D83Z369BTjrAHEmlDw50F9aV4nFEpANauxe7GkcOqvC3NBD7YkXcXRIEdHX3IsZXAbI+wS+G1HQ6CYh1pDTYfU3fzB3C7NsildkDy+7eRLD0DHBi7FYoo/GqLZmsbr6N01bnpMPV4xOgTG4Zg83URBH1+lZqyLpUR531w9X0g0dP1hh31M9HTo3bnUujYRzkMQ1nQdNblYVpphlVoYahcFBKhN9X6bJ6GBhJk1zolosR+PXAJ45Ts5S6jEia2mTnr6RmFPdCE69kM9UjzS1cretBoP6rf+u58rgFYgkRPM9Azc+iQZrQMu0HHNaoWCrZ2aDS8uEXRObOsDCoIRb9sSZI2DfCrXdM8o62XuOMSCKLA6gFfWeVCw9W1aBMaIO5CUn6gp1Elms4180dgSZZ3xS4QzLsgzuX9Qn9HR76sf1lfxMA/HZ8ILoMA6ugAAAAASUVORK5CYII=)  
  
5) Закодированное слово в 100000 слов:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAaCAIAAAB0C+bSAAAAAXNSR0IArs4c6QAAAohJREFUWEftVyGQqzAQ3bv5Lqaq6qYzGNQZNA6PwVfg8NGoavw5RD0Gj6uuOVWDOYU6g/+7mwRCCzPQuZs5Oo0pl2Q3+96+3eRedrsdPOh4fVBcBOuJbZ3JfeZtnXl7meyTfnqUnoD2nO0PJxtcnBWhoyeGq9qE127taFbbji/+NIOjmsQYiyKB6txeH0croVOXEY+yFp48pj7vwrCl1+iVqGw8WWTx0D7OOlJ+GseYvxFscSbdSxbtD5cbgzjyBHIuc7WSy+zcCi9CCBS2tQJ5gcQ4gcbNu/00cKAuy3oOLiIRWUPCcBB96os/1dATV7O27xFsuURcAxUag/jdgfZS9WuEFcB5B/9tC9B8WVan6tKC2LjG1k8TT9SloWUOPnCT4Dsj+tzkGEKJOgHhBgSOtW3kE0XVJrFZ1M6X9MkhAJYncBq2cPpq8OfNcNpFbqbuQQZCNJUiGb8MK0wXR1J/avmQgMaysQRbzzXhkpsqinQaUj//RE69nj0G0xkoLRddLLOyZkfffg8KhKl0wpuCHvq9Axs1DSrIobxQydxaWP9dJ2KZqlr8GNf5TJhX2/A01CrBW1Zvk6dptkj5nQRsneKB3dgfYIMXCNL9C8g4wtNhz6cRRqtdW9EvyhsJDy8uS1t+4Apb+L1n6js1lgv90tk6nwXfjervvufdlzxlhRgZXt+2jLdF2LizW1WFt8Vo76P2HG7VXWEnU1+KfLHj90Q3ngE0zmxemOCriiQn/2492a8LXCWKpXlnIEmA7xU1hQPbsC67gRV156WNYwakbksuP+h5oWIYhGF7mX5zLTnrb+5dpsm/iWEqqie2deXrvj65LoxPTa4rXw+uSf7v+hE1aR7z/wHtB1w7GWaBiQAAAABJRU5ErkJggg==)

На аналогичных тестах по количеству букв проверим работу алгоритма Хаффмана:

Функция сжатия:  
  
1) N = 5000  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAAZCAIAAABW9SyvAAAAAXNSR0IArs4c6QAAAl9JREFUaEPtmC2QgzAQhdObczGoqk5nMKgzaFw9Bl+Bw0ejquPrEPUYPA6NqcJgqqpq8LfhN7SUhgbmuA5RHZoNL182LxtW2+0WzbvZ1DfXMd0fovnpXM0f3/ygNYq+5ixu/toWfFJrtOBb8EkRkAoekn2Ge/KhUVvqjR8VPATfR018nMlUhQsrrtSuIbMZVVx3Imcg7bHugy1K9GtgEW+cBZpqlJzlXxMUw5cjxQUIXjF7riU0VAikLvvjYuVJ3PR5FlmMJYWgWefXMvi8HRO5mPdFh73FWpB25JLm7G6UxhnWnJOJAtYJazujoJMnct5ojHRyctnzqtk/zC/KzrJZ2ivDVNNShmWFitNSIfNiMXx9b8D4GhbXUfgVlFseKxoy3J2K0uoJig5HQKxb3LntndlyZEn4xm3WcB0dZ7FfWcxTGcjYrBFKz7UXeWS867M8Pk5Zdksq0MQzdhrmVSMUXa4IrTdc/nkE0nLQZMriyYe0xmnAhzaAOBlMTv5a1Zyk4BoB35PU1BQwS1DNte6zfdDmqWyEOQmCwdtu0D0ULBJ4S61FJERU03T4klsGe6Z2nMIAB+Za7yw80rjsq+lW1BlGfG/Br4J7/p8KH7Uft+qjDDhbxBJIYoatUMCYEwRrHqVNhQ/EeT47KkjPHU/q5AUXBDNIy2OrB4ZN+e2aW/KdO75P8lsklC/eEJQfYNxFbRf2RsNSR6zg8n2z7ge7uanH4eQ1VVX45G3LYAIskS/QHjmyyzpILlpLgsj0e/osX5ulAE64eaV0/ZPgBZ/UQi34FnxSBKSCl+yTwvcL5W1EnwaKL7cAAAAASUVORK5CYII=)  
  
2) N = 10000  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGkAAAAYCAIAAAB2nkQJAAAAAXNSR0IArs4c6QAAAlxJREFUWEftVy2UgkAQXu9do5BMPt+jkK6YaXYK3UCzbzaZt9sI9i12GtliolhMJgv9ZheR4URYFsXjjkk+nN359ttvfnY0nU5JD81n3B3v2WIdvQ/8qKfcvY+xPPLHbwDRUwwDd/oXN3A3cKfPgP7K1rpzVlsOxnx9DH1d2Zq7vh78CbgrZxQxRFllQZI3T1YYUwnI486jwRPIqdlCcb6DzKSzczeQGh76fVPyZ0OkyF3yaaQfsBDFdztmoUlBtOKPkyflm/s8WpnuJYXUXtn1MLBideK1qHfReuEJ2x1L+LeX8wtj+8Swl1uX7ISTYc+dlBopYWlsT2Z0uxLfM/O/RJm4OuvfbLqyEoZrQXJfLTSXBRQqgVtwV7W9YZzD9KkJv3bX4mOYNnFWc4scsy8kWm+A35mHunRwEHeRxGGDl6oxo6LZS8Md/yEM4kzGhBwPt6oY0OZP4xdxh2AllzhjmQbO3DYwZEKi05mQ8QQpL6CgBfWTSPfMQOmWy3Mh5+wgGAKODAuubWarV3H3QJS2CQUSICMr7+QqOVPiI3WslPBAORB9w1KsG2rRO+YuviSQKrcqk8lFXWW1p5KCEtWh3rKCLTiErG9MX6fcMf8+Q++PCM2Eo7Sr56DgIVsNKmQKy4FDSZ8S4Wi/TrmDuAEXvYFWlJk2fRbmEigBeSt6TJzPsMxkGf5REetJ15/v8JBGYNLgnKYzXFgZFS45EoMV5+7Nr/AOgD7rWpZyny3CEPVA6UkR0I14iAPk1FTX4bMpvivqL+EfenSds3+J4oE7/dscuBu402dAf+U3K2o5UQQcvw4AAAAASUVORK5CYII=)  
  
3) N = 20000  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAWCAIAAAC0dN6OAAAAAXNSR0IArs4c6QAAAmNJREFUWEftlyGQgzAQRbc352KqTnU6g0GdqcbVY/AVuProKnR8HaIeg8eha6pqMFVVNfjbJFDSAknoXTvTOVYxsEk2Lz+7y2Q+n8NoJgIfJofxOycwYrLSwYhpxGRFwMrpUTV5m12CxkKrVd7e6VFMb7/xYRuYdDQEIUt8p2uacs9WUT5sgSd7q7EWaUDj56zXhalZCa8WXZyft/qv9iSCI09ko0Q3HJOMTk6hyou/d48sm1KUIv9wCoQoG5++kXIuoQt7vfadoDkMVYC26w3PTXm0CrilRYcW3PXywti+JO5650PKnYi79CQFIUxhbA8Lutvw97WF3/yeV85mlYXBgpT7pOeOacPwHVRgZdl0fRNF38LDMem2QMg5k8kLn9IqUZCpC95m6UBRv4E82iLKRaDUyfjAsZfHzCr3ebMvgPPJZbzcSlOo94YBYlxxuNKNqV2y/VtMSgTl5VgDpbG3dIkaHUB+OgN8zRQ9xRRP2C5oAHeK197xvw+1LNKCKPpsQChh8HDEso4/uJH5Y0w9Uqt21Rx90lNLzbdN8WjUCRBTeb9NE+BhYE7gpO4lqB35GkzHS4lav2aEWgK22mnvQEz4oNXJleNSJaib7hWYWNi+Yu2YMMffJBgthPaEVbYagA5xCVKYOo32CkwYRJzwlE01/zYDK52c8FqmvM1aV/maesrU+ipS5l326ib2aQR556A2P4BlPUmo7I0y/fFHq5w3LJiUrn43nSFWOt9xbCsdJuNoBdipyfXR6snUJqMdUUy3/GdUDlFGmSjo20vT6H/z/UWX7t15jpisTnDEZIXpB931T8eb0FdDAAAAAElFTkSuQmCC)  
  
4) N = 50000  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAYCAIAAAB/deRzAAAAAXNSR0IArs4c6QAAApdJREFUWEftmC1wgzAUx7PdXExV1a53GNQMGlePiZ/A1UdXVcfXIepj8Dg0pgqDmaqqwe8lfDSsED6W9cqOmG0spL/3f/+8vPRls9mgWQ2fcW+dsM9D/EzYL7PT8ZnUu7G8PifW7KgWHc2kbNFx0dGMAmZW+YUf3f2Jw2C+GZJ5r/ILHecduGH6jr5HNGlW20flT9e5wbagDkZdYGUkf83d2z9KzEtIaGA4gwaWk2woCVPbgx9trXnth7/W8W1KOKUF5KsqoHhupyxaUTCz+McXkba+zel6s6CQUQ+O2Gfiw8ghhkXbo3D3WwtlYYg8b13M6CdUd+JgFIQm1cf48EnECLMWfnu3vTKW5NjenTwUiknY3rqFTNLacrAEOfS0F8+r4X+IUlJO7s9vQIn2cujudw7OwvuNpCX0rKwkJCRa7RqAGqZJOupixPgSFVdf+K0KAq9ssII0RxVWfDiC1g5RTvvgLPKSp5GJm3OnioKrnRC572Db7FxXsIAOvsUb11HhyK9ppTgN3K2NVUaE4q8LQut3xZHgMKL3WL9Lyxk+cXCe8NaiflNKIRTvSSLLm9LKmdexI1R7hSWjMto7gsFSaSb6TNTZ4+ivhCCRUJFqzGbZ0YI9TMf0msOeqUtPUSRNua8Z4lQV5SpV7Rd64p8VvFvKB+nI/PtdfA8FBxHnI0zQHpY8rkCC2vnC98XfI7wOekopobIPGQ/SEVACLs4VqrlGjjyvu8KTVVYdoq2AFgYe9SjiMzWJsqL/qKCdC0zpH9UmEEH3wjktesRIywkZjkV3xrlXz4ONfutL4Lz2LGvwed3EUDlG18WSJ6BH8Z0BRFOMBp0+B733mSGmXuZM68MX3e4UeFx9/N/iLzqaye+ioxkdvwGE62VtXmCN9QAAAABJRU5ErkJggg==)  
  
5) N = 100000  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAAYCAIAAABLDCVvAAAAAXNSR0IArs4c6QAAArpJREFUaEPtWCGQqzAQzf35DlNV1ekMBvUNGoevwVfg8NGoavw5RD0Gj6uuOYXBVFXV4P/uEiDcAA395ObmfmLuWpbN27cvu5u+7fd7ZpY2Bn5p82wcIwOGX706MPx+N369+JzBSkK9wH6Id6NfvYl8G8wPYZId7LEN62tyPF30QlH3DkeIu5aw/wRNfvYNUA/57UMkmPc84Kl62F9jicicsk03KaLjkT5VLerhp69B93mXJfxOSUNEXGw4iB9jvQV0DHr5zItqyNFCHsg1o+OFfrbyQeueFT7lZAahfHLXlP2S+ns5HQNceTXCgRP5jyS51pYTnQ8sRyPL8T2wBOh0FGglV+byc4zftyv8gyVJGC9kVzb3dlvG7jepil2KsmbWxmmsZhGS7MUqNtEA4D9gWm3+tax70RRo+C8XVQVD82LfZlX7Dbuc3iEHbiBNH+kH5qsui5fqu7OBQkysXm53xrY7OXXEzHZHfyYRMkpM9dFVwpSv12uW6Hc2jz2++lG2ljz1fMeSsY/RkHIQzmshhQkWIrE3Jspye+15cdR1QUA0ihCRUmLsg5aRczV+J8gneQF2aY1PKC8cwqZmQrVsmzAkKq8sl4vNIlZcaxT3M9/wHlS2DuawfD17ef65bn7LB0TYl7a2xL2m1kG1jc8k3Xzois6CWMcTg+xKx2mGira3IM+QodUo1stvEk4VRTlU0GGWLYpIzCPdJDZBHHbOSrQFRRkCz0Rx2xQVX5s008svbJtm2M/4zHV66fygRi4mDac1hQE+TOTkUsdQE70C+b8VbITJ4NYEU1aW8WbGLWZ9gCJoMoVwO7uB8KAtHWxbeX4Ig6ZpYVHvPdLMyuR7HRYltctRyt/xNxWIplnPjoU6ZYxN3S+W+DC20wxorw//OfmGX70CMPwafvUyoNe70a/hVy8Der3/BVA2jAc4kae+AAAAAElFTkSuQmCC)

Функция декодирования:  
  
1) N = 5000  
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2) N = 10000  
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3) N = 20000  
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4) N = 50000  
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5) N = 100000  
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Как мы видим, алгоритм LZ77 уступает алгоритму Хаффмана в декодировании лишь на самом большом тесте, а вот в сжатии уступает абсолютно везде и с очень большим отрывом. Оно и неудивительно, ведь алгоритм Хаффмана сжимает за, по сути, линейное время, а LZ77 за кубическое.

# Недочёты

Недочетов в программе обнаружено не было, однако стоит упомянуть, что программа работает только при условии корректного ввода, так как была разработана исключительно в учебных целях. Любой неправильный ввод может убить работоспособность моей программы.

# Пример работы Файл: Сжатие:
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# Выводы

Сделав усложненный курсовой проект по дискретному анализу, я познакомился с таким интересном алгоритмом, как архиватор Хаффмана и научился его программировать. Повторюсь, что был разработан полустатический вариант алгоритма, так как он проще в понимании и приятнее.  
Динамический алгоритм программировать было бы гораздо сложнее.